Assignment Day4 –SQL: Comprehensive practice

# Answer following questions

1. What is View? What are the benefits of using views?

A:

view: virtual table that reference to data from one or multiple tables. It does not hold any data and does not exist physically in the database. Similar to a SQL table, the view name should be unique in a database. In a VIEW, we can also control user security for accessing the data from the database tables. We can allow users to get the data from the VIEW, and the user does not require permission for each table or column to fetch data.

Benefits of using views:

* Views can represent a subset of the data contained in a table. Consequently, a view can limit the degree of exposure of the underlying tables to the outer world: a given user may have permission to query the view, while denied access to the rest of the base table.
* Views can [join](https://en.wikipedia.org/wiki/Join_(SQL)) and simplify multiple tables into a single virtual table.
* Views can act as aggregated tables, where the [database engine](https://en.wikipedia.org/wiki/Database_engine) aggregates data ([sum](https://en.wikipedia.org/wiki/Summation), [average](https://en.wikipedia.org/wiki/Average), etc.) and presents the calculated results as part of the data.
* Views can hide the complexity of data. For example, a view could appear as Sales2000 or Sales2001, transparently [partitioning](https://en.wikipedia.org/wiki/Partition_(database)) the actual underlying table.
* Views take very little space to store; the database contains only the definition of a view, not a copy of all the data that it presents.
* Depending on the [SQL](https://en.wikipedia.org/wiki/SQL) engine used, views can provide extra security.

1. Can data be modified through views?

A:

Yes, users can modify the actual table from where the view is referencing or edited the view itself. Either way, the data in actual table will be modified. But there are read-only views which will not allow users to update or insert data into read-only views.

1. What is stored procedure and what are the benefits of using it?

A:

Stored procedure is used for preparing sql query that we can save and reuse over and over again.

1. What is the difference between view and stored procedure?

View is a virtual table which contains data. SP is stored a block of sql codes.

1. What is the difference between stored procedure and functions?

A:

The **function must return a value** but in Stored Procedure it is optional. Even a procedure can return zero or n values. Functions can have only input parameters for it whereas Procedures can have input or output parameters. Functions can be called from Procedure whereas Procedures cannot be called from a Function.

1. Can stored procedure return multiple result sets?

A: Yes, it could.

1. Can stored procedure be executed as part of SELECT Statement? Why?

A: No, SP relies on “EXEC SP\_Name” to be called. So, SELECT statement is not able to call SP.

1. What is Trigger? What types of Triggers are there?

A:

A trigger is a special type of stored procedure in database that automatically invokes/runs/fires when an event occurs in the database server. A trigger uses the special table to keep a copy of the row which we have just inserted, deleted or modified.

There are many types of triggers in SQL Server:

DDL Trigger (Data Definition Language events are CREATE, ALTER and DROP statements.)

DML Trigger (Data Manipulation Language (DML) events, such as INSERT, UPDATE or DELETE action)

**BEFORE triggers**

Run before an update, or insert. Values that are being updated or inserted can be modified before the database is actually modified.

**BEFORE DELETE triggers**

Run before a delete. Checks values (a raises an error, if necessary).

**AFTER triggers**

Run after an update, insert, or delete.

**INSTEAD OF triggers**

Describe how to perform insert, update, and delete operations against views that are too complex to support these operations natively. They allow applications to use a view as the sole interface for all SQL operations (insert, delete, update and select).

Logon Trigger (Logon triggers fire stored procedures in response to a LOGON event. This event is raised when a user session is established with an instance of SQL Server. Logon triggers fire after the authentication phase of logging in finishes, but before the user session is actually established. Therefore, all messages originating inside the trigger that would typically reach the user, such as error messages and messages from the PRINT statement, are diverted to the SQL Server error log. Logon triggers do not fire if authentication fails.)

1. What are the scenarios to use Triggers?

**BEFORE triggers**

Run before an update, or insert. Values that are being updated or inserted can be modified before the database is actually modified. You can use triggers that run before an update or insert in several ways:

* To check or modify values before they are actually updated or inserted in the database. This is useful if you must transform data from the way the user sees it to some internal database format.
* To run other non-database operations coded in user-defined functions.

**BEFORE DELETE triggers**

Run before a delete. Checks values (a raises an error, if necessary).

**AFTER triggers**

Run after an update, insert, or delete. You can use triggers that run after an update or insert in several ways:

* To update data in other tables. This capability is useful for maintaining relationships between data or in keeping audit trail information.
* To check against other data in the table or in other tables. This capability is useful to ensure data integrity when referential integrity constraints aren't appropriate, or when table check constraints limit checking to the current table only.
* To run non-database operations coded in user-defined functions. This capability is useful when issuing alerts or to update information outside the database.

**INSTEAD OF triggers**

Describe how to perform insert, update, and delete operations against views that are too complex to support these operations natively. They allow applications to use a view as the sole interface for all SQL operations (insert, delete, update and select).

1. What is the difference between Trigger and Stored Procedure?

A: A trigger is a special type of stored procedure in database that automatically invokes/runs/fires when an event occurs in the database server. A trigger uses the special table to keep a copy of the row which we have just inserted, deleted or modified.

# Write queries for following scenarios (1,2,3,7,8 not required)

Use Northwind database. All questions are based on assumptions described by the Database Diagram sent to you yesterday. When inserting, make up info if necessary. Write query for each step. Do not use IDE. BE CAREFUL WHEN DELETING DATA OR DROPPING TABLE.

1. --Lock tables Region, Territories, EmployeeTerritories and Employees. Insert following information into the database. In case of an error, no changes should be made to DB.
   1. A new region called “Middle Earth”;
   2. A new territory called “Gondor”, belongs to region “Middle Earth”;
   3. A new employee “Aragorn King” who's territory is “Gondor”.
2. --Change territory “Gondor” to “Arnor”.
3. --Delete Region “Middle Earth”. (tip: remove referenced data first) (Caution: do not forget WHERE or you will delete everything.) In case of an error, no changes should be made to DB. Unlock the tables mentioned in question 1.
4. Create a view named “view\_product\_order\_[your\_last\_name]”, list all products and total ordered quantity for that product.

Create VIEW view\_product\_order\_Liu

AS

SELECT P.ProductID, ProductName, SUM(OD.Quantity) AS TotalQuantity

FROM Products P RIGHT JOIN [Order Details] OD ON P.ProductID = OD.ProductID

GROUP BY P.ProductID, ProductName

1. Create a stored procedure “sp\_product\_order\_quantity\_[your\_last\_name]” that accept product id as an input and total quantities of order as output parameter.

CREATE PROC sp\_product\_order\_quantity\_Liu

@p\_id INT,

@total\_Quan INT OUTPUT

AS

BEGIN

SELECT @total\_Quan = SUM(quantity)

FROM [Order Details]

WHERE ProductID = @p\_id

GROUP BY ProductID

END

1. Create a stored procedure “sp\_product\_order\_city\_[your\_last\_name]” that accept product name as an input and top 5 cities that ordered most that product combined with the total quantity of that product ordered from that city as output.

CREATE PROC sp\_product\_order\_city\_Liu

@p\_name VARCHAR(20),

@city VARCHAR(20) OUTPUT,

@total\_quan int OUT

AS

BEGIN

select top 5 @city = City, @total\_quan = SUM(Quantity)

from Customers c join Orders o on

o.CustomerID=c.CustomerID join

[Order Details] od on od.OrderID=o.OrderID

join Products p on od.ProductID = p.ProductID

where p.ProductName = @p\_name

group by city

order by SUM(Quantity) desc

END

1. --Lock tables Region, Territories, EmployeeTerritories and Employees. Create a stored procedure “sp\_move\_employees\_[your\_last\_name]” that automatically find all employees in territory “Tory”; if more than 0 found, insert a new territory “Stevens Point” of region “North” to the database, and then move those employees to “Stevens Point”.
2. --Create a trigger that when there are more than 100 employees in territory “Stevens Point”, move them back to Troy. (After test your code,) remove the trigger. Move those employees back to “Troy”, if any. Unlock the tables.
3. Create 2 new tables “people\_your\_last\_name” “city\_your\_last\_name”. City table has two records: {Id:1, City: Seattle}, {Id:2, City: Green Bay}. People has three records: {id:1, Name: Aaron Rodgers, City: 2}, {id:2, Name: Russell Wilson, City:1}, {Id: 3, Name: Jody Nelson, City:2}.

Remove city of Seattle. If there was anyone from Seattle, put them into a new city “Madison”.

Create a view “Packers\_your\_name” lists all people from Green Bay. If any error occurred, no changes should be made to DB. (after test) Drop both tables and view.

--create two tables begin

CREATE TABLE people\_Liu(Id INT PRIMARY KEY, Name varchar(20), City INT) --FOREIGN KEY REFERENCES city\_Liu(ID))

INSERT INTO people\_liu

Values (1, 'Aaron Rodgers', 2), (2, 'Russell Wilson', 1), (3, 'Jody Nelson', 2)

--SELECT \* FROM people\_Liu

CREATE TABLE city\_Liu(Id INT PRIMARY KEY, City varchar(20) NOT NULL)

INSERT INTO city\_Liu

VALUES (1, 'SEATTLE'), (2, 'GREEN BAY')

--SELECT \* FROM city\_Liu

--create two tables end

--modify tables begin

UPDATE city\_Liu

SET CITY = 'Madison'

WHERE City = 'Seattle'

SELECT \* FROM city\_Liu

SELECT \* FROM people\_Liu

--modify tables end

--create view begin

CREATE VIEW Packers\_Qixin\_Liu

AS

SELECT P.Id, P.Name

FROM people\_Liu P JOIN city\_Liu C ON P.City = C.Id

WHERE C.City = 'Green Bay'

SELECT \* FROM Packers\_Qixin\_Liu

--create view end

--dropping tables and view

DROP TABLE people\_Liu

DROP TABLE city\_Liu

DROP VIEW Packers\_Qixin\_Liu

1. Create a stored procedure “sp\_birthday\_employees\_[you\_last\_name]” that creates a new table “birthday\_employees\_your\_last\_name” and fill it with all employees that have a birthday on Feb. (Make a screen shot) drop the table. Employee table should not be affected.

CREATE PROC sp\_birthday\_employees\_Liu

AS

begin

SELECT \*

INTO birthday\_employees\_Liu

FROM Employees e

WHERE MONTH(e.BirthDate) = 2

END

EXEC sp\_birthday\_employees\_Liu

select \* from birthday\_employees\_Liu

![Graphical user interface, text, application, email

Description automatically generated](data:image/png;base64,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)

1. Create a stored procedure named “sp\_your\_last\_name\_1” that returns all cities that have at least 2 customers who have bought no or only one kind of product. Create a stored procedure named “sp\_your\_last\_name\_2” that returns the same but using a different approach. (sub-query and no-sub-query).

CREATE PROC sp\_Liu\_1

AS

BEGIN

SELECT C2.City

FROM CUSTOMERS C2

WHERE C2.CUSTOMERID IN (SELECT C1.CustomerID

FROM CUSTOMERS C1 JOIN Orders O ON C1.CustomerID = O.CustomerID JOIN [Order Details] OD ON O.OrderID = OD.OrderID

GROUP BY C1.City, C1.CustomerID

HAVING COUNT(OD.ProductID) <= 1)

GROUP BY C2.CustomerID, C2.City

HAVING COUNT(CUSTOMERID) >= 2

END

CREATE PROC sp\_Liu\_2

AS

BEGIN

SELECT City

FROM Customers

GROUP BY City

HAVING COUNT(CUSTOMERID) >=2

INTERSECT

SELECT C3.CITY

FROM CUSTOMERS C3 JOIN Orders O1 ON C3.CustomerID = O1.CustomerID JOIN [Order Details] OD1 ON O1.OrderID = OD1.OrderID

GROUP BY C3.City, C3.CustomerID

HAVING COUNT(OD1.ProductID) <= 1

END

1. How do you make sure two tables have the same data?

A:

Using the (EXCEPT) function for the two tables, if the result is empty that means they are equal.

14.

|  |  |  |
| --- | --- | --- |
| First Name | Last Name | Middle Name |
| John | Green |  |
| Mike | White | M |

Output should be

|  |
| --- |
| Full Name |
| John Green |
| Mike White M. |

Note: There is a dot after M when you output.

A:

SELECT [FIRST NAME] + ‘ ‘ + [LAST NAME] + ‘ ‘ + [MIDDLE NAME] + ‘.’

FROM TABLE\_NAME

15.

|  |  |  |
| --- | --- | --- |
| Student | Marks | Sex |
| Ci | 70 | F |
| Bob | 80 | M |
| Li | 90 | F |
| Mi | 95 | M |

Find the top marks of Female students.

If there are to students have the max score, only output one.

A:

SELECT MAX(MARKS)

FROM TABLE\_NAME

WHERE SEX = ‘F’

16.

|  |  |  |
| --- | --- | --- |
| Student | Marks | Sex |
| Li | 90 | F |
| Ci | 70 | F |
| Mi | 95 | M |
| Bob | 80 | M |

How do you out put this?

A:

SELECT STUDENT, MARKS, SEX

FROM TABLE\_NAME

ORDER BY SEX, MARKS, STUDENT